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Abstract. Organizations are increasingly adopting SaaS-solutions in favor of traditional on-premise solutions, because of the clear advantages in terms of cost reduction, implementation time and scalability. Business continuity of these SaaS-solutions is often neglected, even when business processes that depend on the SaaS-solution are critical. This paper addresses business continuity for SaaS-solutions by identifying and evaluating different business continuity solutions to protect customers for the risk of their SaaS-provider facing financial problems or even bankruptcy. Two solutions; ‘SaaS-escrow’ and the ‘SaaS-guarantee-fund’, are evaluated in several expert interviews and a questionnaire.

1 Introduction

Software as a service (SaaS) is a form of software deployment, that delivers software on a subscription basis through the internet. With SaaS, companies no longer have to buy or develop a complete software solution up front, instead they “rent” it. Pricing models can vary, but most often customers pay on a subscription-basis or on a usage volume-basis [1]. SaaS is rapidly growing in popularity. Recent developments in Internet technology and broadband adoption have made it possible for online software to serve as a true desktop software replacement. Also the recent economic and financial crises have played their part in showing the advantages of SaaS, because of its low upfront investment and scalability. Because of these advantages in comparison to traditional software licensing models, a large number of small businesses and start-ups are already using SaaS solutions for some time now, and even large institutions and corporations are migrating their data from on-premises software to externally developed and hosted online software.

Service Level Agreements are legal documents where customer and provider agree on the quality of service, by quantifying minimum quality of service [2]. For SaaS, these are usually things like uptime, availability and response time. There are some problems that are generally neglected, like what happens when a SaaS-provider goes out of business. If a company is using mission-critical software that is hosted off-premises, it could get into big problems when the provider decides to pull the plug. For example; what do you do as a retail company when your online retail system goes out of business? Or what does a sales representative do when the CRM system goes offline? These problems can be a deal breaker for a lot of decision makers, so it is clear that there needs to be a solution to assure continuity.
before SaaS can truly serve as a replacement for offline software. This is not the first time that software delivered as a service receives attention from business clients. In the late 90’s of the previous century, application service providers started hosting applications off-site, offering some of the same advantages that current SaaS-providers offer. In the end those traditional ASPs were not able to deliver reliability and quality standards demanded by their business customers [3]. The business models of most traditional ASPs were fundamentally different from current SaaS business models; traditional ASPs repackaged existing legacy software and offered it off-site, so customers still had to buy a license to use the software [4, 5]. After the burst of the “dot-com bubble” in the year 2000 a lot of those traditional ASPs, like many other internet companies, faced financial problems, and some even bankruptcy, leaving their clients with no access to their software [5, 6]. The new generation of ASPs who offer true SaaS-solutions differ in a way that they do not resell existing enterprise applications, instead they develop their own web-based applications on a new multi-tenancy design paradigm, which makes serving multiple clients more scalable and cost-effective [4].

With shrink-wrapped- or product-software, business continuity problems are usually solved by source-code escrow. Source-code escrow is a legal agreement that protects customers by allowing them to obtain source code and other information that is needed to continue support and development of critical software, when the original developer becomes unable to maintain the application or when it goes out of business [7]. The developer deposits this information with a trusted third party (an escrow company), and only when predetermined conditions are met, the escrow company will release the source code to the customer. This way the customer is assured that maintenance and development for the software can continue, while the developer does not have to release its source code while the software developer is still in business.

For SaaS solutions, this type of escrow does not work. The difference is that for original software, the system would continue to work even if the developer stops supporting the application. The only problem is that there is no maintenance and that there are no updates. The customer has time to find a new developer and the new developer has time to study the source code while continuing operations. With SaaS solutions on the other hand, the developer is responsible for the hosting. When they go out of business for whatever reason, the customer almost immediately does not have access to his software anymore. If the customer arranged a normal escrow solution, it would take a minimum of several weeks before the system could be up and running again, and the costs involved would be much higher than what was initially paid for the SaaS solution.

So to take SaaS to the next level, as a more cost effective and flexible alternative to shrink-wrapped software, it is imperative that there is a clear way for both customers and providers to arrange a viable continuity solution. The order of this paper is as follows; In Sect. 3 we will first discuss how shrink-wrapped software customers are currently protected. Section 4 will discuss what a successful solution should look like for SaaS continuity. In Sect. 5 we discuss
what solutions are currently being offered and discuss the necessity of business continuity solutions for SaaS in general. In Sect. 6 we discuss the results of the survey. In Sect. 7 we conclude the paper, by stating that most SaaS-customers do not need a complete business continuity solution. For some specific scenario it can be important to arrange business continuity solutions. Which continuity solution works best depends on the specific SaaS-solution.

2 Research Method

The goal of this paper is to give a state-of-the-art report on continuity solutions for software-as-a-service. We will discuss the necessity of such continuity solutions and compare different initiatives. Since there is no clear solution to the aforementioned problem, the research is explorative. First we will conduct a literature-study of existing solutions for shrink-wrapped software. Then we identify the requirements needed for a successful SaaS solution. We identify these requirements using a survey with business experts and prospective customers. For a more in-depth view of different problems and solutions, several semi-structured interviews are conducted. We also study existing SaaS continuity initiatives and companies who offer such a solution. Finally we compare these existing solutions with the requirements we identified, and discuss the necessity of business continuity solutions.

<table>
<thead>
<tr>
<th>Name</th>
<th>Product</th>
<th>Customers</th>
</tr>
</thead>
<tbody>
<tr>
<td>Celerity ICT</td>
<td>SaaS CRM</td>
<td>??</td>
</tr>
<tr>
<td>Plan8</td>
<td>SaaS Planning suite (MijnRooster)</td>
<td>39</td>
</tr>
<tr>
<td>AllSolutions</td>
<td>SaaS ERP software</td>
<td>80</td>
</tr>
<tr>
<td>Escrow4All</td>
<td>Saas-Escrow</td>
<td>20</td>
</tr>
</tbody>
</table>

Table 1. An overview of the interviewed companies along with the SaaS-product they offer and the number of customers they have for that SaaS-product.

3 Source-code Escrow

A source-code escrow arrangement is an arrangement between a software vendor, the buyer and a trusted third party. The software vendor and buyer get into an escrow agreement for several reasons. One of the most common reasons for the buyer of a software license, or licensee, is to mitigate the risk of losing support and maintenance for his software when the developer/vendor, or licensor, fails to do so [8]. On the other hand it protects the licensor from unauthorized access to his intellectual property, because the licensee only receives the source code after certain agreed upon release conditions are met. To ensure the interest of both parties a trusted third party, the escrow-agent, receives and stores the
source code of the licensor. The escrow-agent ensures that the code is only released to the licensee when the licensor fails to meet certain release conditions. Over the years source-code escrow has become the favorite solution to guarantee continuing support and maintenance for regular, licensed software [9].

A typical three-party escrow solution works as follows: when the agreement is in place the licensor will deposit a copy of the source code and other documents that are necessary to compile and maintain the software with the escrow-agent. The escrow-agent checks the code for errors and, depending on the contract, can compile and test the software after each update to ensure that the licensor deposited complete and working code. The escrow-agent then stores the deposited code. Usually the licensor will update the escrowed code semi-annually or after big software updates. If at some point the licensor defaults on its support or maintenance obligations, or fails to meet other goals stated in the escrow contract, the licensee can send a request to the escrow-agent to release the stored source code. The escrow-agent then checks if the licensor indeed violated the escrow contract and sends a notice to the licensor that a release request has been made. When the licensor does not respond to this notice in a timely matter, and still violates the contract, the source code will be released to the licensee. When the licensee gains access to the source code, he can try to find new developers willing to work on the software.

3.1 Is Source-code Escrow useful?

The scenario described in 3 is very simplified and stylized. In reality, most escrowed source-code is never actually released [7]. In many cases the licensor just did not get into trouble, so a release request was never filed, but in some cases the source code was not released even though the licensee requested it. For example when the licensor simply does not approve the release of the source-code [10]. A good example of this is a recent court case between Venics, Inc. and Radvision, Ltd. (Venics, Inc. v. Radvision, Ltd., No. 07-CV-0035, 2007 WL 1459290 (S.D.N.Y. May 16, 2007)). In this case the licensee, Venics Inc., requested the release of the source-code from the escrow-agent, Iron Mountain, because the licensor, FVC, filed for bankruptcy. However Radvision Ltd., the successor in interest to FVC’s rights and obligations, obstructed the release because it did not agree that a valid release condition had occurred. As of this day, it is still not clear if the source-code will ever be released [11]. Such examples raise questions on why source-code escrow should be used in the first place.

Source-code escrow can be a good protection against business-continuity risks from the licensor, but is only useful if the software that is being escrowed is of critical value for the licensee, and when they plan to use the software for a

---

1 This seems quite important, as a recent analysis, conducted by Iron Mountain (a large global escrow company), showed that over 66% of deposited source-code is incomplete and over 92% of the code required extra input from programmers. [http://investors.ironmountain.com/phoenix.zhtml?c=91787&p=ironnewsArticle&ID=1278015](http://investors.ironmountain.com/phoenix.zhtml?c=91787&p=ironnewsArticle&ID=1278015)
long time. The need for escrow diminishes when the software is less critical for the licensee or when the software is generic and not heavily customized. In those cases it would generally be easier and cheaper to start looking for a new software vendor when the current vendor fails to support and maintain the current application.

4 How should a SaaS business continuity solution work?

The SaaS-model is fundamentally different from the traditional software-licensing model. With traditional software, a customer buys the right to use the software up-front. It usually includes a license to use the executable- or object-code for a pre-determined number of users, that object-code becomes in possession of the customer and is needed to run the software. After that initial investment recurring payments could occur, but those are usually only for service and maintenance, and not for the right to use the software itself. With SaaS, customers pay per-use, either on a per-user basis or on the volume of data or functions used. The big difference is that the customer does not possess the object-code on-premises but instead accesses the application on a remote server, using the internet. This remote server is managed by the SaaS-provider, either on-site or, more commonly, using a hosting-provider or even multiple external hosting-providers. Either way, the actual hardware where the software and data reside on is out of the customer’s reach and control. Some SaaS-solutions even include content from third-party content providers in their SaaS-software. A customer does not have anything to do with all those external parties, and commonly they do not even know that external parties are being employed. The customer pays its SaaS-provider for access to the software, the SaaS-provider in his turn pays the different parties involved to deliver its service.

4.1 The Bankruptcy Trustee

The business continuity risk for traditional software, as discussed in section 3, is the risk of losing support and maintenance of a software package. With SaaS, the customer could face a much bigger risk; he could lose complete access to its software and data. We asked several IT-decision makers how they thought about business continuity with SaaS, and it showed that many SaaS-customers have not given much thought to this risk, and often rely on a SaaS solutions without proper business continuity guarantees. Others simply did not worry that they lose access to their application because they believe in a simple yet effective assumption, that is based on the SaaS business model itself; the SaaS model consists of a constant revenue stream. When a SaaS-Provider files for bankruptcy, a Bankruptcy Trustee (curator in Dutch) will always keep that constant stream of revenue flowing because it can be used to pay off creditors. To keep the revenue flowing, he will have to keep the SaaS application running. The Bankruptcy Trustee would cut off departments like marketing, sales and R&D, but will keep the core service itself running. The danger here is that
this is based on an assumption, albeit a very logical one. The danger is that a Bankruptcy Trustee is not obliged to keep the service running, and could decide to liquidate all assets instead, leaving its customers without their software. Also, a SaaS-provider can stop its services even though it did not go bankrupt. For example, the Californian-based Platform-as-a-Service provider Coghead, which provided an online hosted platform to create enterprise database applications, announced in February of 2009 that they were acquired by SAP, and stopped supporting the application within the next month\(^2\). Customers had one month to develop a new application on another hosted platform and migrate their data towards it. Some companies do see these risks, and see them as an ultimate downside for outsourcing their IT to an external service provider [12], and use it as an argument to stick to the traditional on-premises software. Even if SaaS has proven to provide substantial advantages over traditional software in a number of fields. These two opposing attitudes towards SaaS could be overcome using some kind of business continuity solution.

4.2 The customer’s perspective

The customer’s main goal with a business continuity arrangement is of course the assurance that he continues to have access to his SaaS application and data, even if the SaaS-provider disappears. To make that work several key elements should be covered. The most important element is the customer’s data. Even if access to the application has been suspended, with a recent backup a customer at least does not have to worry about losing its data, and it can start migrating alternative solution, and only lose access to his application for a couple of days or weeks, depending on the size of the data and type of application. Of course it would still be a major problem for any organization, but without access to (a recent backup of) the data, problems would be much worse; imagine a company losing all its data that resided in their CRM system. The company would not be able to service their current customers or process new leads. This could be disastrous for a lot of companies. As one of the survey respondents noted: “When collecting and mining CRM information, continuity is essential. I guard my CRM database, why should I gamble loosing it when working in the cloud. That doesn’t make sense.” Figure 1 describes a simplified version of a standard SaaS-product.

So the first step towards better business continuity would be to receive, or at least be able to acquire, regular backups of the data, preferably in a common form like XML or CSV, as Fig. 2 shows. For some SaaS-customers, this would be enough to satisfy their Business Continuity concerns, because they believe in the previously described assumed intentions of the Bankruptcy Trustee, or if they do not depend on the SaaS application that much and could easily function without it for a couple of days or even weeks. The next step towards a more complete business continuity agreement would be an agreement with the hosting-provider,\(^2\)

---
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**Fig. 1.** A simplified SaaS-setup. Customers pay the SaaS-provider. The SaaS-provider pays the hosting-provider and third-parties. Customers access the data and application through the internet. If the SaaS-provider disappears, the hosting-provider stops hosting the application and data and the customer does not have access to either one.

**Fig. 2.** A diagram showing the first step towards better business continuity, a backup of data residing with the customer. This way, whatever happens to the SaaS-provider, the customer will always have his data.
in such a way that they ensure they will continue hosting the application even when the SaaS-provider gets into financial difficulties. Such an agreement could be arranged by a SaaS-customer itself, but that would not work if there are more customers hosted on the same server, which is often the case with SaaS. Therefore, it would be a logical step to arrange this hosting continuity agreement with a separate legal entity. This can either be a commercial escrow-agent, or a foundation/fund founded by the customer(s) or SaaS-provider themselves. This separate entity can also provide some additional services next to simply continuing hosting (and providing the funds to do so). They can for example offer support for the application when the SaaS-provider fails to do so. This hosting continuity can be seen as a kind of insurance, and will be cheaper if arranged with multiple SaaS-providers at the same time, because the chance that all of the SaaS-providers fail at the same time is lower than the chance that one of them fails. Some SaaS-providers also use third party content or services in their applications. Sometimes this content is free, but frequently the SaaS-provider pays the content provider for the content. For better continuity these third party providers also have to be included in the business continuity arrangement. The last step for complete business continuity is support and maintenance.

To summarize, a recent data-backup, or the ability to acquire one on request, is the most basic and one of the most important steps in business continuity for SaaS-providers. To cover oneself completely against business continuity risks, one has to arrange continuity agreements with all third parties that the SaaS-provider uses to deliver its service. How long this continuity agreement should continue depends on the type of application, but usually a period of several months should be enough to give the customers time to migrate their data and adapt their processes to a different solution.

A different approach to virtually eliminate the business continuity risk is to provide the option for the customer to buy the SaaS-application as a stand-alone package. The SaaS-provider could provide a complete ‘box’ which includes the hardware and software to run the application on-premises. Together with a regular backup of the data, this could perfectly solve the business continuity risk. The downside with this solution is that it negates one of the biggest advantages of SaaS: the upfront capital investment. Other downsides include the fact that to successfully run and support the on-premise solution substantial knowledge and expertise about the application is required, which means the company has to hire people that possess this knowledge and expertise (or train them). Also the SaaS-vendor loses sole control of his SaaS application, which can cause problems in terms of support and updates. In most cases this would not be an ideal solution, but for specific scenarios this could be the best way to arrange business continuity with SaaS.

4.3 The providers perspective

The provider actually has no incentive of its own to arrange business continuity guarantees. The owner of a company is, from a business perspective, not interested in what happens to his customers after he filed for bankruptcy. The only
The second step towards a more complete business continuity solution. A separate legal entity with an arrangement with the hosting provider and third-parties.

Fig. 3. The second step towards a more complete business continuity solution. A separate legal entity with an arrangement with the hosting provider and third-parties.

real incentive to arrange such a SaaS continuity guarantee is when he can use it as a selling point for his product to acquire new customers, but it only becomes a selling point if customers really start caring and asking about it. In a Business Continuity arrangement, a SaaS-Provider wants to be protected against the risk that his source-code becomes public, because that source code is one of their most important assets. Also they do not want to give other (untrusted) parties access to their servers unless it is absolutely necessary, because of the obvious risks involved. Therefore a business continuity solution should contain a trusted third party, and from that point of view most SaaS-providers would prefer a foundation that is under their own management.

Most of the interviewed SaaS-Providers explained that they have thought about business continuity solutions, but in the end did not go through with it, simply because almost none of their customers asked for it. Some customers did demand an escrow solution in their initial RFP, but never asked about it in further negotiations. This shows that a lot of customers do not worry about the financial stability of their SaaS-provider, or that they do not understand the risks at stake when migrating their IT to a cloud-based environment. Another argument that some companies used to explain the absence of a business continuity arrangement was that it would actually make them look less trustworthy, when they are the only provider worrying about its financial stability and business continuity. Of course this argument can be explained in different ways, and could also be used as a positive argument, explaining they are the most trustworthy SaaS-provider because they are the only one with a business continuity solution. Another SaaS-Provider did use an escrow-solution, but only with one of their customers because they were the only one demanding such a solution. So clearly there is not much demand for SaaS business continuity from
the customers. Why this is can probably be explained using the following fact; a SaaS-Provider, like any other subscription-based service, has clear vision and control over its finances. A SaaS-provider can predict with a high amount of certainty what his revenue will be over a certain period of time. When the SaaS-Provider uses one-year contracts, then he knows how much revenue he will make for the next 12 months at any given moment. So the only way that he could get into trouble is if his costs will go up unexpectedly, which is rare because most of his costs are also on a subscription-basis. Added to that is the aforementioned belief that the Bankruptcy Trustee who, in case of bankruptcy, will keep the software running for as long as possible because it is a revenue producing part of the company. So the clear and stable financial situation of most SaaS-Providers might explain the absence of business continuity worries among SaaS-customers.

As long as there is low demand for SaaS business continuity guarantees from the customers, there will not be a business case that justifies a complete and expensive business continuity arrangement. And when there is demand, but from only one (or a few) customer(s), then the solution should be as low cost and simple as possible to be justified from a providers point of view, because only a few customers are willing to pay for it.

5 Solutions currently offered

Even though SaaS business continuity guarantees are not very common, several companies are already offering solutions. In this section these solutions are discussed, and compared with the requirements we identified for a successful business continuity guarantee.

5.1 SaaS-escrow

The most common solution for SaaS business continuity is offered by existing escrow-agents. Most of them have added a ‘SaaS-escrow’ service to their product portfolio. SaaS-escrow usually is a modified version of their regular source-code escrow. The modification often consists of the addition of a data back-up with the deposit of source-code. More complete escrow solutions also provide ‘continuation of hosting’, where they arrange an agreement with the hosting provider, that whenever the SaaS-provider gets into problems, the escrow-agent takes over the financial obligation towards the hosting-provider. The hosting provider in return promises that they will continue hosting the SaaS-application and data under any circumstance. Escrow-agents differentiate their solution by offering different extra services for SaaS-escrow, like delivering support and maintenance of the escrowed application when the escrow is released. The escrow-agent takes over support and maintenance for a predetermined amount of time. During this time, customers have the ability to migrate their data to another more permanent solution. SaaS-escrow solutions can be arranged on two different levels. The first one is a three-party arrangement with the SaaS-provider, the SaaS-customer and
the escrow agent. In this arrangement the individual customer is the only customer who will be able to access the application when the escrow is released. But when multiple customers demand an escrow-arrangement, the second arrangement makes more sense; a two party ‘master-contract’ arrangement between the SaaS-provider and the escrow-agent. In this arrangement there is no limit on how many customers become a beneficiary of the escrow-arrangement, it only depends on each individual customer if they want to sign up for it (and pay the price of course). Such a master-contract arrangement is initially more expensive than a single three-party arrangement, but will make it much easier to add new customers to the arrangement, and spread the costs over all the participating customers.

With SaaS-escrow, the initial purpose of storing the source-code and releasing it to the customer on certain release-events becomes less important. Most SaaS-customers would not have any use for the source-code, because they probably do not have the hardware and infrastructure to deploy the software application on-premises. The most important function of a SaaS-escrow arrangement is the hosting-continuity agreement, because that is the only part of the arrangement that provides true continuity in such a way that the customer will not notice (or at least would not have to notice) any downtime when their SaaS-provider disappears. As an added value, the escrow company can offer support and maintenance for the SaaS application, by storing documentation and remaining in contact with key-persons involved with the software-maintenance at the SaaS-provider. So with SaaS-escrow, the escrow-agency acts more like an insurance company for hosting costs than a storage facility for sensitive information. This also creates a possible risk for the business continuity of the escrow-company itself. If the SaaS-provider grows in size, the cost for hosting the application grows accordingly. That way, it could become too expensive for the escrow-company to take over hosting-costs if a big SaaS-provider goes bankrupt.

Another possible problem with SaaS-escrow arrangements is that the solution is general and standardized, so for some specific SaaS-solutions the escrow-solution simply would not work or only cover a part of the business continuity problems. For example, typical escrow solutions do not offer support for SaaS-applications, which use a lot of third-party content in their application, because they only cover continuation of payment towards the hosting provider, but not the payment towards third-party content providers. Or imagine a SaaS-Provider who uses a lot of different hosting-providers to host their application, for example to provider better reliability and speed for customers around the world. The escrow-company then should sign a contract with every single one of those hosting-providers to be able to continue hosting the application for every customer.

5.2 SaaS Guarantee Fund

Another possible solution for SaaS business continuity is based on the idea of the so-called ‘Travel Guarantee Fund’, which exists in several countries. Such a Travel Guarantee Fund covers the risk for travelers who booked a trip with a
travel-agency or tour-operator who goes bankrupt before or during the actual trip. The Fund provides customers of a participating travel-agency with (financial) protection against such risks, so that customers are guaranteed that their trip is paid-for even though the travel-agency defaults. This Traveler Guarantee Fund serves as a business continuity guarantee for travel-agencies, since they protect (potential) customers for business continuity risks of the travel-agency. An adaption of such a fund could function as a business-continuity guarantee solution for SaaS-providers. SaaS-providers have a clear image of their financial situation over the coming months. They know how much it will cost to pay every third-party involved in running the SaaS application for upcoming months. With this in mind, they could set up a fund with a budget large enough to cover those costs for several months. This fund then arranges an agreement with all those third-parties, to continue their services towards the SaaS-provider under any circumstance. Since the fund is a different legal entity than the provider itself, it is not affected by financial problems or bankruptcy of the provider. In case of bankruptcy or severe financial problems, the fund can take over the payment towards all third-parties for a few months, during which customers have time to migrate their data towards another solution, or during which the SaaS-provider can make a new start again. “Storing the code and data at a third party could be dangerous regarding theft of IP and setting up a guarantee-fund isn’t that hard to achieve and has the advantage of (expected) lower costs.” is what one of the survey respondents answered when asked which arrangement he thinks works best.

Such a guarantee fund could be set up to be very small, and only support one single SaaS-provider, so it can be perfectly tailored to support the SaaS-provider (and its customers of course) on all (business continuity) aspects. To lower the costs and efforts, several SaaS-providers could set-up a fund together, lowering the required cash-deposit per provider because it is very unlikely that the fund has to cover for all the participating providers at the same time. But a fund for multiple providers also has its disadvantages, for example: it will be less customizable towards every specific SaaS-solution. Another disadvantage is that when one of the participating SaaS-providers fail, then the others feel that they pay for its failure.

A fund has the advantage that it probably costs less than an full-fledged escrow-solution, because of its non-profit origin and low overhead costs. Also its customizability means it is a better solution for the more exotic SaaS-solutions.

At this moment, there are no known SaaS-guarantee funds with multiple participants. The problem probably lies in the initial start-up of such a fund. Who takes the initiative and invests the initial time and money in it? SaaS-providers are commercial companies, and they justify their investments and projects with a business case which predicts a profitable outcome. A SaaS-fund for multiple providers does not have any apparent extra benefits for the SaaS-provider who
initiates it. Some companies have started a SaaS-fund for their own solution though.3

5.3 Comparison

Now we have discussed both the business-continuity options available for SaaS. Here we will compare the two and discuss their different advantages and disadvantages.

The advantages of a SaaS-escrow solution are that it is easy to set up, because it is an existing package for which providers only have to sign up once. Most escrow-companies exist for several years now and have the required legal and technical knowledge to provide a reliable business-continuity solution. Another advantage is its clear costs. Because escrow solutions are relatively standard, the costs are known in advance. The downsides are that SaaS-escrow is a standard solution with less customizability than a custom SaaS-fund, a SaaS-provider who uses a lot of different hosting parties and content providers would have a hard time finding a suitable escrow-solution. Also escrow-solutions are more expensive than SaaS-guarantee-funds because of overhead costs and the for-profit nature of escrow-companies. Survey respondents who preferred the escrow-arrangement used arguments as: “The SaaS Escrow guarantees that the source code and date are stored and will be given to the customer when things go wrong, whereas a Guarantee Fund will only give help to customers (missing the actual 'guarantee' as given by the other arrangement)”, “They [The escrow company] have the legal expertise available” and “Because it is easier to setup and can be arranged on beforehand”.

The advantages of a SaaS-guarantee-fund are that it can be set-up for a single SaaS-solution, so that the provider remains completely in control of who has access to its source-code and other intellectual property, while still providing a workable business-continuity guarantee. Also because of its non-profit nature and very low overhead costs, all of its income will be used to serve its core activity: provide continuity, instead of overhead costs like marketing and management. Arguments favoring the SaaS-guarantee-fund were: “Without the capital knowledge of the technical staff, the code/data is of very little use.”, “Storing the code and data at a third party could be dangerous regarding theft of IP and setting up a guarantee-fund isn’t that hard to achieve and has the advantage of (expected) lower costs.” and “It’s the only option that can cover the complete infrastructure, including all third parties and resellers.” Table 2 summarizes the possible advantages and disadvantages.

When we compare both solution to our findings on how a good business continuation solution should work, we can conclude that both solutions can cover the basics: they both offer data backups and continuation of hosting. SaaS-escrow does not offer extra continuation agreements for other third-parties like content

---

3 To create a successful SaaS-guarantee-fund for multiple providers, the best option would be to make it a part of an existing professional association like the dutch ICT association ICT~Office.
The SaaS-escrow Guarantee Fund offers several advantages:

- Easy to arrange
- Complete control
- Legal knowledge
- Customizable for specific solution
- Clear costs (Expected) lower costs
- Experience

However, it also has some disadvantages:

- Expensive
- Requires more effort from provider
- External party
- Responsibility stays with the provider
- No prior experience

Table 2. A table showing the advantages and disadvantages of the different solutions.

providers or extra hosting-partners. The SaaS-fund could contain all of those option, but in the end that depends on how the fund is implemented.

5.4 Necessity of SaaS continuity arrangements

As we have shown, there are several ways to ensure business continuity with SaaS. The only question that remains is: is it necessary? This is a question that has to be answered by each (potential) SaaS-customer individually. The necessity of the original source-code escrow, as discussed in section 3, is still doubted as of this day [7, 10, 11], because very few escrows are actually released. So it is only logical to doubt the necessity of SaaS business continuity solutions as well. Of course, the model of SaaS versus that of shrink-wrapped software is very different, and so are the risks at stake. With SaaS, if things go wrong, they could have disastrous consequences for some customers, because they could lose access to their software as well as their data. But the chances of a SaaS-provider going bankrupt and leaving its customers without any access to their application or data from one day to another is in fact very small, when for example considering the interests of a bankruptcy trustee. "A great deal depends on the application itself – how critical is the data in the application? What are the workarounds I can use to back up my information without incurring a lot more work?" one respondent answered on how he thinks about business continuity arrangements. We formulated several questions a potential SaaS-customer should ask itself to determine if it needs a business continuity arrangement:

1. How important is the software for your critical business processes and how disastrous would the consequences of losing access to your SaaS solution be? If the consequences are not that big, a SaaS continuity arrangement probably is a waste of time and money, since the chance that the solution will ever be put to use is very small. If the consequences of losing access to your SaaS-application would be disastrous, then first of all you should rethink if SaaS is the right model for your IT needs. If the benefits of SaaS outweigh the apparent risks, then one of the continuity arrangements could be a good investment.

2. How long do you expect to use the SaaS-solution?
One of the benefits of SaaS is that it is easy to switch to another solution, because of the absence of upfront investments. So if you expect to switch to a new or better solution within a year or two, then a continuity arrangement would not make sense.

3. How much would a continuity arrangement cost in relation to the cost of the SaaS-solution itself?
   The problem with a good continuity solution, is that it bears substantial costs. One of the benefits of a lot of SaaS-solutions are its low costs. So when a customer pays €100 a month for a SaaS solution, it would not make sense to pay for a continuity solution which would, at minimum, cost almost the same. Of course, the answer to the first question is more important than the costs.

These questions can help to decide if a SaaS continuity guarantee is necessary. There is one aspect of a continuity solution that we think is necessary in every SaaS-solution. That is the ability to export the customers data residing in the application at any time, preferably automatically. This export-ability is relatively easy to implement and makes the consequences of losing access to the application much less disastrous, because customers at least have their data on-site. For example, it will still be troublesome for sales executive to lose access to his CRM application, but at least he can look up information about his clients in a spreadsheet application as a basic temporary solution.

6 Survey Results

We asked several IT decision makers and SaaS providers about their thoughts on business continuity with SaaS. We asked them if their SaaS-provider provided a solution for business continuity, how important they think it is, and which of the previous alternatives they think is best. The survey results are based on 20 respondents. 50% of the respondents provide a SaaS-solution, the other 50% are SaaS-users.

The survey started by asking respondents if their current SaaS-solution (the one they currently use or provide) offered any kind of business continuity solutions. Only three of the in total 20 respondents currently offer a complete business continuity solution like SaaS-escrow or a guarantee fund. The other 17 respondents either simply answered “no” or stated that they were still looking into it. Five respondents stated that they offer data-export abilities as a continuity solution. These results are quite surprising when we look at the results of the second question which we asked to the group of (potential) SaaS-users: “Would you consider a SaaS-solution if it does not provide a clear solution for business continuity?” Seven out of ten respondents answered that they “could not take such a risk”, while the remaining three respondents answered that it depended on the specific company and SaaS-solution.

To further measure how important people think business continuity solutions for SaaS-products are, we asked respondents to rate several aspects of SaaS-
products on a scale of importance ranging from “not important” to “extremely important”. The different aspects were:

1. Size of the company
2. Location of the company
3. Price of the SaaS-solution
4. Financial situation of the SaaS provider
5. Technical continuity solutions
6. Business continuity solutions
7. Data export abilities

Because of the nature of SaaS as an off-site solution, we assumed that the location of the company would be rated less important than things like price and financial stability of the SaaS-provider. We also expected that the availability of technical continuity solutions would be rated as very important. The combined results are visualized in Fig. 4. As expected, the location of the company is perceived less important than aspects like price, financial situation and technical continuity. Respondents rated data export abilities as the most important aspect when selecting a SaaS-solution. This is in line with our findings in the previous chapter, but it is surprising to see that even though it is perceived as extremely important, not every SaaS-solution offers this possibility. The next most important aspect is technical continuity. This result was expected because technical continuity solutions are solutions to prevent the negative effects of problems like power outages, loss of internet connectivity or natural hazards. These problems are a much bigger risk than financial problems or bankruptcy, simply because they are more common. The respondents rated Business continuity solutions as the third most important aspect of a SaaS-solution, with almost the same score as price and financial stability. This is quite surprising because business continuity solutions are not very common in SaaS-solutions, based on the survey results which showed that only 3 out of 20 SaaS-solutions offer some kind of business continuity solution. So there is a big difference between how important people think business continuity solutions are and the number of SaaS-providers actually using a business continuity solution. There was no significant difference between the ratings of SaaS-providers and customers.

Finally, we presented a short description of the two business continuity solutions discussed in this paper: the SaaS escrow solution and the SaaS guarantee fund, and we asked respondents to choose the one they preferred and why. Exactly 50% of the respondents preferred the escrow-solution, while the other 50% preferred the guarantee-fund alternative. Some arguments in favor of the escrow-solution were: “Because it’s easier to set-up and the arrangement is active immediately” and “they have the legal expertise available”. Arguments in favor of a SaaS guarantee fund were: “Without the capital knowledge of the technical staff, the code/data is of very little use” and “Storing the code and data at a third party could be dangerous regarding theft of IP and setting up a guarantee-fund isn’t that hard to achieve and has the advantage of (expected) lower costs”. Several respondents explained that they prefer an escrow arrangement for standard SaaS-solutions, but that they would prefer a custom guarantee fund for
more complicated solutions with a lot of third parties, because a guarantee fund has the ability to “cover the whole chain”.

To summarize, the survey showed that people think business continuity solutions are important for SaaS-providers, but currently not many SaaS-providers actually use a business continuity solution. The survey showed that both of the discussed solutions are viable options for business continuity guarantees, with equal votes, but each with their own advantages and disadvantages.

7 Conclusion

To conclude, SaaS continuity arrangements, just as every other type of continuity arrangement, is only necessary if a customer is highly dependent of the constant availability of the service that it is using. A company going bankrupt will always be a risk for every customer, no matter what kind of business it is in. To make the consequences for a customer less disastrous when a SaaS-provider goes bankrupt or gets into financial trouble, a business continuity arrangement could work, but it is very hard to provide complete protection in every scenario. In most cases, customers of SaaS-providers can find comfort in the fact that because of the SaaS business model, keeping the service running has the highest priority even if the company goes bankrupt, because it provides a continuous revenue stream. In any case, the customer at least has to make sure that he has access to his data and be able to download it. A customer should ask himself how problems with the SaaS provider would affect his own business. If a customer would get into serious problems with its own business continuity if the SaaS provider fails, then a business continuity arrangement makes sense.

As our survey showed, most providers and customers think business continuity arrangements are important, but not many providers are currently offering a business continuity solution. This probably has to do with the fact that SaaS is a relatively new phenomenon and that there is no ‘best practice’ yet. With this paper we hope to give some clarification on this subject, and help clarify the different options available to arrange business continuity. The types of business continuity solutions we discussed both have their pros and cons, and there is no
one best solution. Because the SaaS model, in its current form, is relatively new, there are no practical examples to assess the effectiveness of both solutions in real life. There are no known cases where one of the two continuity arrangements were ever actually put into effect yet.

Theoretically both the escrow-solution and the fund-solution should work in a way that they provide continuing hosting for the application even though the provider itself is bankrupt or otherwise not paying the hosting-provider. The big difference between the two is that the escrow-solution is a commercial solution, which could be more expensive because the escrow-company needs to make a profit, but offers a complete and ready to use solution with professional (legal) support. The fund-solution can be cheaper to set-up, but is more time consuming and requires a lot of effort from the SaaS-provider itself. What is the best solution depends on the type of SaaS solution and personal preferences of both the provider and its customers. We think that when business continuity solutions are needed, for most standard SaaS solutions the escrow version is preferred because of its simplicity and low effort requirements. When the SaaS solution is more exotic or needs more specific arrangements with a lot of third parties or for a difficult infrastructure, the fund-solution would be a better alternative.

The most important factor in business continuity is data access. A customers data is also stored on the servers of the SaaS-providers. Usually the provider will take good care of back-ups and everything so that they will never loose their customers data, but those backups often still reside with SaaS provider and not the customer himself. Therefore we think, and our survey showed, one of the most important aspects of business continuity is a regular backup of the data towards the customer himself, so that they always have a recent copy no matter what happens to the SaaS provider. This data backup option should always be offered by every SaaS provider, even if there is no official business continuity arrangement.
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