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Abstract—Legacy systems are vitally important for the continuation of business in an enterprise as they support complex core business processes. However, legacy systems have several well-known disadvantages such as being inflexible and hard to maintain, so momentum is growing to evolve those systems into new technology environments. Recently, service-oriented architecture has emerged as a promising architectural style that enables existing legacy systems to expose their functionality as services,without making significant changes to the legacy systems themselves. A significant number of the legacy to service migration approaches address the technical perspective (i.e., supporting technology) to expose the legacy code as services. The other approaches focus on determining the feasibility of the migration that includes economical and technical feasibility, based on the characteristics of existing legacy system and the requirements of the target SOA system. In this paper, a legacy to SOA migration method that does not single out the migration feasibility and technical perspectives, but combines these two perspectives of migration, is proposed. Method engineering is used to develop the migration method by reusing method fragments from existing service-oriented development methods. Then, concept slicing is used to develop the service by extracting the relevant parts of the legacy code. The method is evaluated and enhanced by interviewing experts and further validated with two case studies. The method is found to be appropriate and effective in extracting services from legacy code with the aim of reusing these services in new configurations.

I. INTRODUCTION

A large number of enterprises depend on business-critical systems for consolidating business information that have been developed over the last three decades or more using 3GL programming languages such as COBOL, RPG, C, C++ [1]. These systems are called legacy systems. It is estimated that more than 80% of the world’s business runs on COBOL, and 50-70% of the total IT costs are devoted in the maintenance of these systems [2]. Legacy systems are now a roadblock for the evolution of the IT infrastructures in an enterprise due to their well-known disadvantages such as being inflexible and hard to maintain [3].

However, enterprises still rely on these legacy systems as they usually implement complex core business processes, and the high risk associated with necessary changes [4]. Since legacy systems are vitally important for the continuation of business in the enterprises, momentum is growing to evolve those systems into new technology environments [3]. Recently, Service-Oriented Architecture (SOA) has emerged as a promising architectural style that enables existing legacy systems to expose their functionality as services, without making significant changes to the legacy systems themselves [5].

The migration from legacy systems to SOA can be beneficial from an economical and technical perspective. From the economical perspective, enterprises are constantly challenged by an accelerating pace of changes, such as intra-organizational changes, changes in market demands and opportunities, and, consequently, changes in enterprise collaboration. The migration of legacy to SOA enables legacy systems adapt to such changes [6] and aims at reducing the maintenance costs [7]. From the technical perspective, seamless enterprise collaboration through service composition and heterogeneous application integration within/outside the enterprises [8] are claimed.

Several approaches have been reported in literature to migrate legacy systems to SOA and web service technology. A significant number of such approaches focus on the development of the supporting technology to address the technical migration perspective (i.e., implementation techniques to expose the legacy code as service) [2], [9], [10], [11], [12], [13], [14], [15], [16]. Other approaches focus on developing a migration strategy to determine the migration feasibility. Such feasibility is determined based on the characteristics of the existing legacy systems for their potential to be exposed as services and the requirements of the target SOA system [5], [17], [18], [19]. However, a legacy migration method requires the consolidation of both the aforementioned perspectives (i.e., migration feasibility and supporting technology) [20], which, as per our knowledge, is still missing.

In this paper, a legacy to SOA migration method, hereafter called ServiciFi method, is developed that combines the migration feasibility and development of supporting technology of the legacy to SOA migration. The serviciFi method is developed by assembling the fragments of existing service-oriented development methods using method engineering [21]. For the development of the supporting technology, concept slicing [22] is used to facilitate the extraction of the services from the legacy code.

The rest of the paper proceeds as follows: Section II introduces the research design that has been followed to develop the serviciFi method. Section III explains the serviciFi method followed by the evaluation using experts review and two case studies in Section IV. Finally, Section V concludes the paper with an outlook to future research directions.
II. Research Design

The serviciFi method is designed following the design science in information systems research, suggested by Henver et al. [23]. The serviciFi method is first designed and evaluated with experts’ review followed by two case studies. Method engineering is used to design the serviciFi method by assembling the activities of existing service-oriented development methods. In the following subsections, the method engineering approach and its related concepts used while designing the serviciFi method are detailed. Further, concept slicing is also explained as a supporting technology for the migration.

Method engineering for information system development is an approach to construct advanced development methods by reusing parts of existing methods [21]. In the work of Brinkkemper [21], a “method” is defined as an approach to perform a system development method consisting of directions and rules, structured in a systematic way in the development activities with corresponding products. The development activities and corresponding products are called “method fragments”. The method engineering approach is used to develop the serviciFi method due to the fact that reusing the existing and proven method fragments from existing service-oriented development methods saves time and reduces the adoption problem (i.e., easy to adapt to the existing standards/methods). A specific strategy of method engineering is assembly-based situational method engineering [24] [25], which includes a step to create a method base in case, if it does not exist. A method base is a repository where the method fragments can be stored and retrieved [21]. To create the serviciFi method, there is no existing method base from which the method fragments can be reused. So, the assembly-based situational method engineering is used to create the method base for the serviciFi method. The assembly-based situational method engineering has the following steps that are followed to create the serviciFi method.

A. Analyze Situation and Identify Needs

The need for the serviciFi method has been described in Section I. The serviciFi method should combine the migration feasibility and development of supporting technology to extract legacy codes and expose them as services. Also, the extracted services should adhere to the current standards of SOA to facilitate the heterogeneous application integration across/within the enterprises.

B. Select Candidate Methods

In this step, the service-oriented development methods containing relevant method fragments are selected. Based on higher number of citations (popularity), availability of documentation and completeness of the method, the following service-oriented development methods are selected: Service-Oriented Design and Development Methodology (SODDM) [26], Web Service Implementation Methodology (WSIM) [27], and Service-Oriented Modeling and Architecture (SOMA) [28]. Hereafter, these methods are called “candidate methods”.

C. Analyze Candidate Methods and Store Relevant Method Fragments in Method Base

In this step, the method base is filled with the relevant method fragments derived from the three candidate methods. For each candidate method, a Process Deliverable Diagram (PDD) is created, by applying the metamodeling technique as described by Weerd et al. [25]. The PDD of the candidate methods depicts every activity and deliverable of each phase. The PDD of each candidate method is not presented in this paper due to the space limitation. To give an impression of how a PDD is represented, the PDD of the serviciFi method (see Figure 4) is presented as an example. A PDD consists of two integrated diagrams: the process view on the left-hand side of the diagram is based on a UML activity diagram, and the deliverable view on the right-hand side of the diagram is based on a UML class diagram. The process/deliverable view diagram constitutes different types of activities/concepts. These activities/concepts are depicted in Figure 1 and explained as follows:

- **Standard activity/concept**: A standard activity/concept contains no further (sub)activities/concepts.
- **Open activity/concept**: An open activity/concept contains further (sub)activities/concepts.
- **Closed activity/concept**: An activity/concept whose (sub)activities/concepts are not elaborated since it is not known or not relevant in the specific context.

![Fig. 1. Activity and Concept types](image)

D. Select Useful Method Fragments and Assemble a New Method

In this step, useful method fragments from the method base are selected and assembled to form the serviciFi method. This step is divided into three sub-activities.

First, the general phases of the serviciFi method need to be identified, which is done by comparing and analyzing the phases of the three candidate methods. The phase comparison is depicted in Table 1. As a result of this comparison, five phases of the serviciFi method are identified, resembling the phases of the three candidate methods. To make these phases reflect their intent, they are renamed as follows:

- **Project initiation**
- **Candidate service identification**
- **Service specification**
- **Service construction and testing**
- **Deployment, monitoring and management**

Second, a method comparison among the method fragments, stored in the method base, is done using the method
The serviciFi method aims at reusing the existing legacy code to extract services. The “Service construction and testing” phase of the serviciFi method is distinct with the corresponding “Implementation” phase of the three candidate methods. The “Service construction and testing” phase should include activities to facilitate the legacy source code extraction, whereas, the corresponding “Implementation” phase of the three candidate methods aims at creating new services from

Table II depicts an excerpt of the method comparison matrix of the project initiation phase. The activities within **bold** are the assembled method fragments to form the supermethod. The activities within * * * are out of scope. The activities within * * are not relevant in the current phase. The activities that are similar or if combined are similar to higher-grained activities, are presented in same row of the method comparison matrix. The corresponding excerpt of the supermethod representing the excerpt of the method comparison matrix (Table II) is depicted in Figure 2. Among “Analyzing the business need” of SODDM and “Determine the need for web service” of WSIM, which are functionally similar activities, the earlier one is chosen as the naming is more meaningful. The “Conceptualize the new requirements” activity of SODDM is chosen since it represents the higher-grained activity as compared to the three similar activities of WSIM (i.e., “Elicit Web service requirements”, “Manage web service requirements”, “Model usage scenario”). Finally, the “Initiate project management” activity of SOMA is chosen as compared to “Manage project deliverables and resources” activity of SODDM as naming of the activity is more meaningful. By comparing the activities and the deliverables of each phases, the super-method of the serviciFi method is created.

![Fig. 2. Excerpt of the project initiation phase of the super-method](image)

Third, the super-method by now consists of method fragments assembled from the three candidate methods. But, to adapt the super-method for migration, several other activities and deliverables such as cost-benefit analysis [30], identifying third party services that has similar functionality to the to-be-extracted services, priority techniques to determine the priority of extraction of identified services are added. Also, the assembled method fragments are renamed to adapt with the migration context. For instance, the “Analyse the business needs” of the super-method (see Figure 2) is renamed to “Define project goals”, “Review technological landscapes” to “Analyze technological landscapes”, and so on. Based on these modifications in the super-method, the serviciFi method is finalized and is explained in Section III.

Figure 2 and Table II are only the excerpts of the super-method and the method comparison matrix, respectively. The details of the super-method and the method comparison matrix are not included in this paper due to the reasons of brevity and space limitation. Their details have been reported in the work of Reijnders et al. [31].
Concept slicing [22] combines two techniques from software (re)engineering and maintenance domain: program slicing and concept assignment to generate an “Executable Concept Slice” (ECS). Program slicing [32] is a well known code analysis technique that is used to identify and abstract the smallest possible subset of a program that can perform an expected functionality. Concept assignment [33] is a technique that assigns individual human-oriented concepts to portions of source code. Both techniques have been used as source code extraction techniques that take a criterion and program source code as input and yield parts of the program as output. However, the extraction criterion of program slicing is expressed at a very low level to construct a slicing criterion such as using program variables, which makes slicing difficult to apply. In concept assignment, the extraction criterion is expressed at the domain level, making it more practical to apply, but unlike program slicing, the extracted code is not executable as a separate (sub)program. To achieve the combined advantages, while overcoming the individual weaknesses, Gold et al. [22] combined these two techniques as concept slicing and successfully extracted executable source code from legacy code.

III. THE SERVICIFI METHOD

The serviciFi method is depicted in Figure 4 as a PDD. In the following subsections, each phase and its constituent activities are detailed.

A. Project Initiation

The “Project initiation” phase performs the assessment of the viability of the legacy to SOA migration by analyzing the technical and economical feasibility. The phase starts with the “Define project goals” activity that identifies what functionalities of the legacy system need to be exposed as services. The second activity, “Analyze technological landscape”, analyzes the technical aspects of the existing legacy systems such as the programming language used to build the legacy system, availability of the documentation or resources and also the requirements of the target SOA system. In the “Analyze technological landscape” activity, the “portfolio analysis” [30] of the identified functionalities that are to be exposed as services, is performed. The portfolio analysis assesses both the technical information and business values of the identified functionalities. The technical information includes the overall system functioning of the legacy system and the functionalities present in the legacy system from which the identified functionalities are to be migrated. The business value of the identified functionalities includes the preliminary benefits that is achievable by exposing the identified functionalities as services. The “Portfolio analysis” gives the high level overview of the legacy system, its functionalities and the economic benefits. The portfolio analysis is performed by interviewing the developers, if there are any, and/or consulting to the available documentation, and/or the current users of the legacy systems. The business value indicates the viable business investment and the preliminary return of investment, which is calculated in terms of maintenance cost (if possible). The business value of the migration is analyzed by interviewing the business managers and by investigating the market needs. The project goals and analysis of technological landscape provide new requirements for the project, which are documented as requirements in “Elicit new requirements” activity. Finally, the “Project management plan” is stated. The outcomes of the project initiation phase are project management plan and the (dis)approval of the migration project.

B. Candidate Service Identification

This phase focuses on identifying candidate services to satisfy the requirements detailed in the “project initiation” phase. The first activity, “Analyze as-is situation”, is an open-activity consisting of three sub-activities as shown in Figure 5. The
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Once the “Analyze as-is situation” is documented, the next activity is the “Identify candidate services”. As for now, this activity is carried out manually based on the functionalities identified in the legacy code against the requirements identified in the “project initiation” phase. It is possible that there could be mismatches between the identified functionalities in the legacy code and the requirements of the services to be exposed. Such mismatches are documented in “Goal comparison” activity, which can be used to determine if the identified candidate service can satisfy the business requirements. Depending on the goal comparison, the project might be canceled if the identified candidate services do not fulfill the requirements. For each of the identified candidate services, the granularity has to be determined and is performed in “Determine service granularity” activity. The service granularity determines if the identified candidate services need to be extracted as an atomic service or as a composite service, representing the composition of the atomic services. Both the granularities have their own advantages such as extracting the atomic services allows composing the new functionalities in future and hence, increases reusability of the extracted services. Whereas, extracting the composite services allows maintaining few services after deploying in service infrastructure and hence, reduces the maintenance cost. The final activity is “Set priority of services” in which the identified candidate services are prioritized based on the requirements and business needs. Priority technique MoSCoW [34] is used to determine and create the priority list of the identified candidate services. Based on the priority list the development iterations are planned. The first iteration is started with the highest priority functionality. After every iteration, the priority list is re-evaluated. The iteration fosters the incremental development of the migration.

C. Service Specification

The “Service specification” phase further details the identified candidate services for the current iteration as well as redesigning any existing third party services, if any third party services are identified from the “Identify existing third party services” sub-activity of the “Analyze as-is situation” activity. Such third party services involved in the current iteration need to be mapped against the existing data types and variable names of the legacy code. This activity provides an overview of the input and output messages required by these candidate services. Once the mapping between the existing services and candidate services is done, the candidate services are detailed on a technical level. Based on the work of Johnston [35], the following three steps are performed to complete the service specification in the technical level: (i) Structural specification that determines the necessary operations that represent the functionality of the candidate services and messages that are communicated via the operations by observing the legacy code, (ii) Behavioral specification that defines service interfaces that a client will use along with the necessary input, output messages and operations, and (iii) Policy specification that denotes policy assertions and constraints for each specific service.

D. Service Construction and Testing

The “Service construction and testing” phase is concerned with the extraction of the source code from the legacy system. The “Concept slicing” technique is used to extract the legacy code as an executable concept slice (ECS). This technique
is successfully used by Harman et al. [35] to extract the executable (sub)programs from the COBOL-based financial application and by Gold et al. [22] from C-based accounting software. The concept slicing activity is followed by “Programming” activity to facilitate the execution of the ECS, if required. For instance, the ECS might need to be deployed in different environments so the ECS might need to be refactored and/or the system calls present in the ECS might need to be replaced or re-programmed. Such modifications are done in the “Programming” activity. Finally, each ECS is tested to determine if it is functioning in accordance with the legacy code. In “Perform tests” activity, following tests are performed: unit tests, functional tests, and system tests depending on how the ECS is developed. In case of automatic extraction of ECS using concept slicing tools, only functional test is carried out. In case, if the ECS is developed using manual extraction, then all the specified tests need to be executed. When the ECS passes these tests, it is safe to assume the extracted code does in fact satisfy the required functionality and is ready to be deployed as a service in a service infrastructure. At the same time, the iteration for the next candidate service in the priority list is initiated.

E. Deployment, Monitoring and Management

The “Deployment, monitoring and management” phase concerns with the deployment of the ECS as a service. The initial activity “Develop provisioning strategy” facilitates the usage of the services from both technical and business aspect by a consumer [57]. Service provisioning typically includes activities such as publishing services into a catalog, versioning of services, metering & billing of the usage of the services [38]. The services are then deployed in the service infrastructures and tested. Based on the outcome of the “Test deployment” activity, either the extraction of the service has to be performed again if the specified functionality is not met or the service is ready for usage. Subsequently, the user support materials such as documentation are created. Furthermore, to ensure the proper functioning of the deployed services, the support for management and monitoring is provided in the “Manage and monitor services” activity.

IV. Evaluation

In order to evaluate the serviciFi method, initially eight semi-structured interviews have been conducted with experts. Later, the serviciFi method was applied to two case studies to evaluate in practice. In the following subsections, each evaluation method is detailed.

A. Experts Review

The method is evaluated with several experts from industry and academia by conducting semi-structured interviews. This method was chosen because it includes a mixture of open-ended and specific questions, designed to elicit not only the information foreseen, but also unexpected types of information [39]. Table III depicts the details of the experts. The names are kept anonymous and the experience (in years) in the related field was explicitly asked before the interview was conducted. The variation in the expertise of the experts enabled the assessment of the serviciFi method from different perspectives of software practitioners.

<table>
<thead>
<tr>
<th>Name</th>
<th>Expertise</th>
<th>Experience</th>
<th>Sector</th>
</tr>
</thead>
<tbody>
<tr>
<td>A</td>
<td>Software product manager</td>
<td>5</td>
<td>Industry</td>
</tr>
<tr>
<td>B</td>
<td>Application manager</td>
<td>5</td>
<td>Industry</td>
</tr>
<tr>
<td>C</td>
<td>Software engineering researcher</td>
<td>5</td>
<td>Academia</td>
</tr>
<tr>
<td>D</td>
<td>Migration from legacy to SOA/Cloud</td>
<td>3</td>
<td>Industry</td>
</tr>
<tr>
<td>E</td>
<td>Migration from legacy to SOA</td>
<td>3</td>
<td>Industry</td>
</tr>
<tr>
<td>F</td>
<td>Software migration</td>
<td>3</td>
<td>Industry</td>
</tr>
<tr>
<td>G</td>
<td>SOA researcher</td>
<td>7</td>
<td>Academia</td>
</tr>
<tr>
<td>H</td>
<td>Requirement engineering researcher</td>
<td>6</td>
<td>Academia</td>
</tr>
</tbody>
</table>

Prior to the interview, the experts were provided the PDD of the serviciFi method and the corresponding documentation. The method was first explained to each expert before conducting the actual interview. Later, the experts were asked to give feedbacks or remarks on the method. The interviews were conducted in English and each of them took between 80 to 120 minutes. Every interview was recorded and then transcribed. The interviews were conducted to evaluate the proposed method on the basis of five quality measures, suggested by Brinkkemper et al. [24] while designing methods using method engineering. The five quality measures are described as following:

- **Completeness:** The serviciFi method is the assembly of the method fragments of existing service-oriented development methods, so the experts were asked if the serviciFi method captures the complete activities/phases of a migration scenario.
- **Applicability:** The experts were asked if any activities/phases in the serviciFi method were in contradiction with each other in a way that hinders the applicability in any migration project.
- **Efficiency:** The experts were asked if the serviciFi method is efficient and does not contain any repetition of the phases/activities that would increase cost and effort.
- **Consistency:** The experts were asked if the phases/activities were consistent (i.e., semantically correct and meaningful) with each other.
- **Reliability:** The experts were asked if the serviciFi method is reliable to apply in any real world legacy to SOA migration project.

B. Discussion of the Experts Review

After all experts were interviewed, Constant Comparative Analysis (CCA) [40, 41] was used to analyze the results. The CCA method is used to create knowledge from the data source by avoiding subjective interpretation [42] (i.e., interpretation of the data in accordance with the research objectives). The outcome of the analysis was categorized into two: (i) minor change requests that included changes such as renaming the activity names, renaming the deliverables, and (ii) major change requests that included changes such as adding/deleting...
activities, adding iterations among the phases, adding/deleting branchings. The PDD depicted in Figure 4 already includes the adjustments made after CCA.

In response to the completeness and consistency quality measures, around 75% (6 out of 8 experts) agreed that the phases of the serviciFi method are complete and consistent. However, the addition of “Cost-benefit analysis” sub-activity in “As-is situation” activity of “Candidate service identification” phase was emphasized. Also, the analysis resulted in the emphasis on using the iterative development method. One of the experts described the need for the iterative development method as “the migration process is time consuming so there needs to be iterative development cycles to include the changes occurred within the project life time.”

In response to the applicability quality measure, the analysis indicated that almost all experts agree on the applicability of the method as the serviciFi method contains all the typical phases and activities required for a migration project.

In response to the efficiency and reliability quality measures, around half of the experts (4 out of 8 experts) were not confident about the efficiency and reliability of the method. The analysis showed that efficiency and reliability might be influenced by the tools and techniques used in the method along with the various factors of the legacy systems such as availability of the documentation, support from the current users to understand the system, quality of the source code, redundancies in the source code, and understandability and maintainability of the code. One of the experts explained this situation as “determining the efficiency is contextual because the candidate service identification phase and service construction phase highly depend on the status of the legacy system such as how well the legacy code is written and maintained so far.”

The analysis also emphasized the need of migration for the current users. The migration of such users is indeed an important aspect, which should not be underestimated. It is recommended to carry out proper user migration planning by conducting training programs, however, user migration is out of scope of this research.

Overall the analysis of the expert reviews revealed that most of the experts agreed on completeness, consistency, and applicability quality measures but were not confident on the efficiency and reliability. In order to evaluate the efficiency and reliability quality measures, two case studies were conducted in which the serviciFi method was used to extract services from legacy system. The details of those case studies are described in [IV-C] and [IV-D].

C. COBOL Case Study

The initial case study was conducted in a Dutch product company that uses a COBOL-based legacy system for wage and personnel administration. For the reason of confidentiality, information such as company name, product name, available functionalities of the legacy systems are kept anonymous. The company wanted to reuse one of the functionalities present in the legacy system as a web service. For the migration of the functionality, the serviciFi method was used. The project goal was to extract the specific functionality and expose it as a web service. The portfolio analysis of the system revealed that the system was developed about 10 years ago in COBOL. Various other functionalities of the whole legacy system were also dependent on this particular functionality. The aim of this migration was to attract more customers to use their software as a service. Also, the company aimed at reducing the maintenance cost by exposing the functionality as a service. The “Elicit new requirements” activity of the “Project initiation” phase emphasized on the use of web service standards to be followed while migrating. The project plan was documented and the “Candidate service identification” phase was started. In the “Candidate service identification” phase, the “As-is situation” sub-activity indicated that the legacy code consists of 1588 lines of code with a lot of exceptions. The availability of the original programmer of the source code helped us to understand the specific functionality. The “Cost-benefit analysis” was done by the company which showed that the migration is economically viable and profitable. The “Identifying existing third party services” was not relevant in this case because the company wanted to have it’s own service and also the “Goal comparison” activity was not relevant. The service was to be extracted as an atomic service such that it can be reused in future for any other service composition. Due to the extraction of a single service, no priority list was created. In the “Service specification” phase, the initial activity “Map existing third party services” was not relevant for the current functionality. The structural, behavioral and policy of the service were specified by consulting the original programmer and the product manager of the system.

The “Concept slicing” was performed manually due to the unavailability of a slicing tool for COBOL program. Using the concept assignment, 14 out of 132 variables were identified that were related to the concept (i.e., the functionality to be extracted). Based on those 14 variables, program slicing was applied that extracted 426 lines of code from the 1588 lines of code. The extracted code was successfully compiled and in total 240 test cases were run to validate the functionality of the extracted code. All the results of the test cases were compared with the results of the test cases that were run on the original code and 100% successful result was obtained.

D. C++ Case Study

In a second case study, a C++ program called SnaCalc has been used to demonstrate and evaluate the proposed approach. It is an open-source calculator issued under GNU General Public License ver.3.0 (GPLv3). SnaCalc is a simple command-line calculator with essential mathematical functions, memory and scripting capability. The “Analyze technological landscape” activity indicated that the following functionalities were present: operators to display the operators used, eval to evaluate the expression, getPrecision and setPrecision to

http://sourceforge.net/projects/snacalc/
manage precision, memory to list the contents of memory, add, set, isset, get, remove and read to add, change, find, append, remove, and read a variable of the memory, respectively.

The goal was to extract eval functionality that calculates expressions and to expose it as a service. The “Elicit new requirement” and the “Write project management plan” activities were not relevant in this case study. The “Analysis as-is situation” activity resulted in program metrics as depicted in Table IV and program dependency graph as depicted in Figure 5. The program dependency graph was generated using Understand tool [46] and was manually edited to enrich it visually by filling with colors and differentiating the edges. The SC\eval.cpp, represented with the dark background, is the main code which implements the eval functionality. The dotted edges represent the non-relevant dependencies of the main code with other program files after the concept slicing. The comments in the program were written in Czech so Google translator was used to translate the comments for a better understanding of the program.

<table>
<thead>
<tr>
<th>Attributes</th>
<th>Count</th>
</tr>
</thead>
<tbody>
<tr>
<td>#Classes</td>
<td>12</td>
</tr>
<tr>
<td>#Class &amp; header Files</td>
<td>21</td>
</tr>
<tr>
<td>#Methods</td>
<td>84</td>
</tr>
<tr>
<td>#Library Units</td>
<td>114</td>
</tr>
<tr>
<td>#Lines of Code</td>
<td>2796</td>
</tr>
<tr>
<td>#Blank Lines</td>
<td>236</td>
</tr>
<tr>
<td>#Comment Lines</td>
<td>223</td>
</tr>
<tr>
<td>Ratio Comment/Code</td>
<td>0.13</td>
</tr>
</tbody>
</table>

The “Goal comparison”, “Determine service granularity”, “Set priority of services”, and “Map existing third party” activities were not relevant in this case study. By manually investigating the code, the service specifications were documented by identifying the function that evaluates the expression and the required parameters.

To facilitate the “Service construction and testing” phase, CodeSurfer [47], a C/C++ slicing tool, has been used to extract the legacy code. The extracted code has been initially tested in Visual Studio 2010 Ultimate edition and the shared library file, evaluate.dll, is created. To deploy the service and make it available to the clients, a service descriptor file, service.xml, is created. Listing 1 depicts the evaluate interface of the evaluate web service. Finally, the service.xml and the evaluate.dll is deployed in the WSO2/C++ web service framework [48]. The service is successfully tested by developing a client application.

Listing 1. Service description file (service.xml)

```xml
<service name="evaluate">
  <parameter name="ServiceClass" locked="xsd:false">evaluate</parameter>
  <description>
    The Calculator evaluation function presented as Evaluate service
  </description>
  <operation name="evaluate">
    </messageReceiver class="wsf_cpp_msg_recv"/>
</operation>
</service>
```

E. Discussion of the Case Studies

The serviciFi method has been successfully assessed and proven to be feasible and practical in the two case studies. Moreover, the result of these case studies also complemented some of the quality measures and the findings of the expert reviews. The successful extraction of services in both the case studies supported the applicability, efficiency and reliability of the serviciFi method. However, the completeness and consistency quality measures are yet to be determined as some of the activities in different phases of the serviciFi method were skipped. Also, the extraction of services as an iterative process was not applicable as both the case studies involved only a single service extraction. However, the experience of service extraction in the case studies complemented the experts review regarding the efficiency and reliability quality measures. As per the analysis of expert reviews, the efficiency and reliability of the method are influenced by the availability of tools and techniques along with the characteristics of the legacy system, which was reflected while conducting the case studies. Considerable time has been invested to conduct the manual slicing in the COBOL case study while it was easy in the C++ case study due to the availability of slicing tool. Also, the availability of the original programmer and his support enhanced the service extraction process in COBOL case study.

F. Threats to Validity

The following three are the main threats to the validity of the results of a case study [49]: (i) reliability validity, (ii) internal validity, and (iii) external validity. The reliability validity concerns with the repeatability (i.e., if the same case study is performed by another researcher later following the same procedures as conducted by the earlier researcher, the result of the latter should also arrive at same findings and conclusions). With respect to reliability, the repetition of the COBOL-based industrial case study was not possible. But, the procedures followed in the initial case study was well documented such that the same procedures were followed in the C++ case study, which was conducted by a different researcher. The potential threat to the internal validity was the direct involvement of the authors in both case studies, which can introduce bias in the result. To minimize the threat to internal validity, the two case studies were conducted by two different researchers and the result was analyzed by a third researcher. With respect to the external validity, more case studies will have to be performed to extend the results of the current case studies. The different execution context of the two case studies (i.e., one being industrial and the other being experimental) has supplemented the generalizability (i.e., external validity).

V. CONCLUSION

In this paper, the serviciFi method for legacy to SOA migration has been presented that was developed using method engineering and concept slicing. Unlike other approaches
reported in the literature, the serviciFi method successfully combined the migration feasibility with supporting technology to expose the legacy code as services. The serviciFi method has been evaluated and enhanced with expert reviews and has been proven to be feasible to migrate legacy systems to SOA with two case studies. The core of the method is method engineering that reuses the method fragments from existing service-oriented development methods and enhanced by the concept slicing method to develop services by extracting the legacy code.

As a part of future work, the serviciFi method needs to be evaluated with realistic industrial case studies. Also, the serviciFi method can be improved in several ways. The first one concerns the possibility of identifying the service-rich areas in legacy code and automating the identification of the candidate services. Currently, the candidate service identification activity is carried out manually, which can be time consuming and difficult in realistic legacy to SOA migration projects. Pattern identification techniques such as architectural and structural patterns \[50\], process mining techniques \[4\], and feature location techniques \[51\] are possible directions for future work to automate the candidate service identification phase. The next possible direction of the future work concerns the enhancement of service construction phase of the serviciFi method by implementing service extraction activity using code query technologies \[52\], \[53\]. Code query technologies support the so-called extract-abstract-present paradigm. Extraction maps source code to relations, the query language then provides the means to query these relations, in order to build new relations and, finally, the results can be presented.
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