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Abstract. Developer ecosystems are a set of software developers functioning as a unit and interacting with a shared market for software artefacts. Organizations that wish to develop their own developer ecosystems need to support developers with a comprehensive set of tools, to lower barriers to entry into the ecosystem and to raise productivity of developers in the ecosystem. In this paper a comprehensive tool framework is provided and used to evaluate eight developer ecosystems. The cases serve as an illustration for organizations that want to further improve the experience and productivity of its developers.
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1 Introduction

Research context. Software engineers working on modern connected apps and services require a large and varied set of resources to develop their applications. Luckily no software developer works in a vacuum; developer ecosystems provide developers with resources that they require for their work, thereby increasing developer productivity.

Developer ecosystems were previously defined by Jansen as “a set of software developers functioning as a unit and interacting with a shared market for software artefacts.” [1] This is the definition for developer ecosystems that is used in this study. Developer ecosystems are similar to software ecosystems, which are defined by Jansen as “a set of actors functioning as a unit and interacting with a shared market for software and services, together with the relationships among them.” [2] While different researchers have created different definitions of software ecosystems, they all agree that three core components are required in a software ecosystem: a social aspect that requires different actors to form a community, a technical aspect that allows ecosystem artefacts to influence each other, and an economical aspect that defines that they interact with a shared market. [3]

Just like software ecosystems have a social aspect, so do developer ecosystems. The difference between developer ecosystems and software ecosystems is that the community of a developer ecosystem consists of software developers, while the
community of software ecosystems contains more types of actors. For example, domain experts and users can also be part a software ecosystem’s community. [3] Examples of technical resources that can be available in developer ecosystems are flexible programming languages, IDEs, online documentation- and discussion portals, and tools and services for app distribution and monetization. All these technical resources together, form the unified developer environment of a developer ecosystem. The term unified developer environment is defined in this paper as “the tools, services, and resources available to developers within a developer ecosystem”. Figure 1 shown below, illustrates the concept of the unified developer environment.

**Figure 1.** Diagram of the unified developer environment

**Research problem analysis.** There has been much research into how the quality of software ecosystems can be analysed, and how their quality has developed over time. Two years ago, a survey of 26 researchers in the software ecosystem domain identified this topic as one of the main areas in which more research needs to be done. [3] However, this research only focussed on the analysis of software ecosystems. No studies focussing on the quality and historical development of developer ecosystems were done. This has resulted in a lack of knowledge about the characteristics of developer ecosystems and the lack of artefacts to analyse or manage them.
This study was started as an attempt to compare different developer ecosystems, based on the value that they provide to their developers. Developers do technical work, and therefore rely the most on the technical aspects that developer ecosystems provide, through unified developer environments. For this reason, the different developer ecosystems are evaluated based on the completeness of their unified developer environments. In order to do this across varying domains, a framework was created. The framework splits up the unified developer environment into different tooling and resource needs that can be provided to developers by the developer ecosystems. This makes it possible to directly compare different developer ecosystems in varying domains. With the help of this framework, a case study was executed on the leading developer ecosystems, providing us with an overview of the strengths and weaknesses of these ecosystems with respect to the tools, services and resources that they contain.

Analysing the added value of developer ecosystems, is useful for the same reason as analysing the health of software ecosystems: it provides insight into where the ecosystems are going in the future, and gives feedback on changes that have been previously made in the ecosystem. [4] It also educates new developer ecosystem entrants on the unified developer environment that their newly established developer ecosystem needs to provide in order to competitive.

**Research questions.** In order to realize the research goals described above, three different research questions were identified and answered.

The first question was with regards to how the comparison framework could be created. A deeper understanding of the different elements the unified developer environment consists of was required for designing the framework. A list of tool and resource categories that the unified developer environment consists needed to be established.

The next question in the study, was which developer ecosystems the study needed to focus on. Because it was not possible to analyse all developer ecosystems, research was done on which ecosystems were to be included in the study. The main criteria for including developer ecosystems, was their size, and their market competitiveness according to the Gartner Magic Quadrants. [5,6,7].

The final research question of the study, was with regards to the strengths and weakness of each developer ecosystem that was included in the study. An easily comprehensible comparative overview of the strengths and weaknesses of the different developer ecosystems is what was desired as the end-result of the final phase of the study.

## 2 Research Methods

The study was structured using Wieringa’s empirical cycle [8]. The research problem analysis was described in section 1. In this section, the research and inference design is explained. In sections 3 – 6, the results of the data are discussed and analysed.

This study is divided into three distinct phases, with different research goals and results for each. As such, the research methods are described by research phase.
Phase 1: Identifying the main tool categories. In the first phase of the study, categories for classifying specific tools, services and resources in the developer ecosystem were identified. The categories are generic, so that they are applicable regardless of the specific ecosystem being analysed. As an example, it allowed a comparison between the tools available to developers in mobile ecosystems like Apple’s iOS or Android, to the tools available in cloud platforms like SAP HANA or the IBM Cloud.

A literature study provided the insight required to group the tools used by developers into different categories that met these requirements. Searching for literature online turned out to be the most effective way of obtaining information about software development. There is a large community of businesses and developers sharing their knowledge on the internet, through scientific publications, and personal or corporate websites and blogs. Although some of these sources are not completely scientific, they allowed us to analyse the way in which software developers work. The tool categories were generated based on the activities that developers do in their work. The reasoning behind this it that the task of tools offered in the developer ecosystems is to help software developers in their work. This means that the categories we generated for the different types of work developers do, can also be used to classify the tools that help them do those specific types of work.

Phase 2: Identifying the leading ecosystems. The goal of the second phase of the study, was to identify the leading developer ecosystems. Gartner’s Magic Quadrants proved particularly useful, and were the main source of information for this phase of the study [5,6,7]. The Magic Quadrants are designed for analysing market trends, and show which competing products are leading in certain areas. Gartner has also created these Magic Quadrants for different types of developer ecosystems.

Sadly, it was not feasible to discuss all developer ecosystems identified in the Gartner literature. For this reason, we have chosen to do convenience sampling. The developer ecosystems that we rationally deemed most important were included in the study.

Phase 3: Case study for each important ecosystem. The purpose of the third phase of the study, was to compare the different ecosystems based on tool availability. The comparison is done based on what tools are available in each ecosystem, and how the developers can use these.

According to Yin, a research design based on case studies is the best approach for researching “how” questions like how the different ecosystems provide value for developers, because the different cases can be studied in-depth and within their real-life context. [9]

Again, online data sources like websites were the best source of information for this phase of the study. The developer documentation for the different platforms described all the first-party tools available to developers. Other sources described the third-party tools that were available to developers for cases where first-party tools were not available in specific tool categories. References to the websites of the owners of developer ecosystems are not included in this paper due to space constraints. Many different webpages on the sites of the ecosystem owners were used in the case studies.
3 Research Execution: Designing the Unified Developer Environment

In this section, the results of the study will be discussed phase-by-phase.

Recurring development phases. “The number of phases within a project’s lifecycle is based on the characteristics of a project and the employed project management methodology” [10]. These development phases can be completed once, or multiple times through different iterations. However, they are different steps with different tasks.

Different sources indicate that there are 6 or 7 distinct phases in the software development lifecycle, depending on whether initiation and planning are considered as one phase or as two separate phases in the software development lifecycle. [10,11]. In this study, the initiation and planning phase are grouped together. The resulting development phases are illustrated in Figure 2, shown below.

Figure 2. The recurring development phases.

In the idea generation phase, the idea of the application is figured out. What should the application do? Who will be using the application? How will they be using the application? What are the business requirements? These are questions that can be answered in the requirement gathering and analysis phases of the software development process.

In the design phase, the development process will start to get more technical. Developers can for example think about what the technical requirements of the application will be, or what a good software architecture would be like for the application.

In the implementation phase of the software development process, the application will be built. The way developers can build their applications, depends on the specific ecosystem being analysed. As an example, developers creating an iOS app can code their app in Swift. By contrast, developers working in the Oracle Cloud Integration ecosystem, can build their applications through a point-and-click software development tool.

The testing phase of the software development process ensures that the application meets the requirements set out in the idea generation and design phases. Ensuring that the requirements are met is done in a broad sense with varying types of tests. For example, this phase includes unit tests that are done to ensure small components of the application work correctly for all possible input but also includes the final user acceptance testing.

In the deployment phase, the application is made available for the end-user. From this point onwards, customers can actually interact with the application.

The maintenance phase includes tasks like bug fixing or application monetization.
Identifying the tool categories. Having established broad categories for the different tools based on the different phases of the development process they fall into, the next step is to identify specific tasks that developers need to be able to complete within these categories. With these tasks, binary comparisons can be made between the different platforms. Either a platform provides the tools required to for a developer to complete a given task, or it does not.

For every category, we have listed tasks based on our own experiences in the software development industry. These tasks are included in diagram 2 of the previous section.

The initialization phase is a creative aspect of the software development process. Different developers take different approaches to completing this phase of the development cycle. As such, it is difficult to establish a set list of tasks that need to be completed in order to mark this phase as done. When comparing different developer ecosystems, it is more useful to look at whether they provide tools for idea generation than what specific approach is taken. Therefore, this category is not split up into specific tasks that an ecosystem can provide tools for. Any type of idea generation & design tool provided by a developer ecosystem will be perceived as providing tools for this category.

In the implementation phase of the development cycle, differences in the tasks that need to be completed start to emerge. The task of developing an application is significantly different from the task of designing a visual interface or the task of searching for documentation. With this task-based approach of identifying tool subcategories, we have identified the following subcategories: application development; interface development; application debugging; platform sandbox; version control; platform documentation; platform training.

With regards to the testing phase, there is also a large difference in the tasks tools aim to help developers with. Applications can be tested as their own independent entity, on machines, and as they are being used by users. In the same order, the following tool subcategories help developers work on those tasks: application testing; virtual machine; crowd testing.

It is also possible to identify three different tool categories for the deployment phase of the application development cycle: application releasing services; application backend services; application hosting services.

Finally, we have identified the following tool subcategories for the maintenance phase: application monetization; customer contact management; application monitoring and feedback.

4 Research Execution: Identifying the leading ecosystems

Establishing ecosystems for the case study. Having established the tool categories that can be used, the next step is to determine the developer ecosystems that this study should focus on.

The selection of ecosystems was made using a long-list short-list system. We started by looking for sources citing the leading ecosystems. These were filtered later
based on whether they were still relevant at the time of writing and whether they were large enough to offer the kind of tools we are looking at in this study.

Currently, the development of software platforms is mainly focussed on two main areas: mobile platforms and cloud platforms. Therefore, these two areas are also the ones that will be analysed in this study.

**Mobile ecosystems.** According to research by Gartner, 99.6% of all new smartphones ran either Android or iOS [12]. The same source also shows that Blackberry has a (rounded) 0.0% market share making that platform irrelevant. Finally, Windows Phone – the third biggest mobile platform – is facing a quarter over quarter decline of 45.2%. This decline is expected to continue, as Microsoft is focusing more on business users and less on the consumer market [13].

Based on this data, it is plain to see that the ecosystems of Android and iOS are the leading mobile ecosystems. Therefore, these are also the ecosystems that this study is focused on.

**Cloud ecosystems.** There is a wide variety of services available to developers trying to utilize the power of the cloud. This makes it difficult to create a list of the leading ecosystems for the developers of cloud application. Depending on the requirements of the application, different services can be useful. For one application, an ecosystem focused on providing infrastructure resources might be best, while for others ecosystems specialized in data integration services might be the better option. Finally, sometimes requirements can be fulfilled using an off-the-shelf application platform service.

In order to not generalize this complex market, it is best to look at each of these cloud service categories individually. The Gartner Magic Quadrants provide a quick overview of the dominant players in each developer ecosystem category [5,6,7].

The easiest elimination from the magic quadrants are the cloud infrastructure service providers. While the services they provide are vital to developers, these services to not form a comprehensive cloud ecosystem. Rather they provide practical solutions for running applications.

With regards to Application Platform services, Salesforce and Microsoft are the two only leaders in that Magic Quadrant. As they are the leaders, their aPaaS products should be included in the comparison that will be done in this study. Salesforce offers two main types of services on their two websites: salesforce.com and force.com. Force.com is the platform where developers can develop their own applications. Salesforce.com hosts CRM applications that are developed and running on the Force.com platform. This study will focus on the force.com platform in the Salesforce ecosystem, as this is the platform where developers can actually develop custom applications.

Gartner identified more leaders for Data Integration Tools in the Magic Quadrant of that service discipline [3]. The main criteria whether those service providers should be included, is whether they offer developers access to a real ecosystem. SAP, IBM, and Oracle provide the biggest ecosystem in this area of the market. Therefore, the scope of the Data Integration services section of this study, is limited to the products of those companies.

**Industry overview.** Before analysing the selected ecosystems further, it is useful to develop an understanding of the size of the enterprises that own the discussed platforms. Based on data gathered from press releases from the different platform
owners, the industry overview in table 1 was generated. One of the key observations that can be made from this overview, is that all platforms owners are large enterprises with large revenues to match. Another easily-made observation is that most successful developer ecosystems have been released in the last ten years. Only Salesforce has released a version of their platform earlier than 2007.

Table 1. Industry Overview of the discussed ecosystems.

<table>
<thead>
<tr>
<th>Platform owner</th>
<th>Mobile ecosystems</th>
<th>Integration Platform ecosystems</th>
<th>Application Platform ecosystems</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Apple iOS</td>
<td>Android</td>
<td>SAP HANA</td>
</tr>
<tr>
<td>Revenue over FY 2016</td>
<td>$215.639B</td>
<td>$90.27B</td>
<td>$22.1B</td>
</tr>
<tr>
<td>Number of employees</td>
<td>80.000</td>
<td>75.606</td>
<td>84.183</td>
</tr>
</tbody>
</table>

5 Research Execution: Case-study on the leading ecosystems

The goal of the final phase of the study was analysing the different selected ecosystems, based on the tooling and resources provided in their unified developer environments. These case studies focussed on discovering which tools were available in the ecosystems, what made them unique, and whether they were developed by the ecosystem owners or by third party developers.

For every ecosystem and every tool category, online developer documentation was analysed in order to determine whether there were tools or resources available that fit into the different categories. This documentation was sourced from both the developer documentation portals provided by the platform owners, and websites of third party developers and businesses. Using both first and third party data sources was required, because in developer ecosystems and software ecosystems, many actors interact by providing software artefacts. They are not just provided by the platform owners.

Many different websites were required in order to do this analysis. Due to space constraints, these references are not listed. Examples of first party developer documentation portals that were used are “developer.android.com” or “msdn.microsoft.com”.

This information gathered in this case study was aggregated in a single table, that represents an abstract view all the results of the case study.

The different categories can be fulfilled in three ways. If a platform owner has developed tools or resources that fulfil the developer need, this is represented in the table as a 1st party need fulfilment. If third party developers not affiliated with the platform owners have developed the tools or resources, this is represented in the table as a 3rd party need fulfilment. Finally, if no tools or resources are available in a certain need category, this is illustrated with a dash in the table.

The needs belonging to a specific category can be fulfilled by one tool, but also by multiple. Only that the need is fulfilled is represented in the result of the case study.
Finally, when both third and first party tools and resources are available, the table only shows that first party tools are offered.

The results of the case study are displayed in table 2 shown below. The results are analysed in-depth in the discussion in section 6.

**Table 2.** Developer ecosystem case-study results

<table>
<thead>
<tr>
<th></th>
<th>Mobile ecosystems</th>
<th>Integration Platform ecosystems</th>
<th>Application Platform ecosystems</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td>Apple iOS</td>
<td>Android</td>
<td>SAP HANA</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>IBM Cloud</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Oracle Cloud</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Salesforce</td>
</tr>
<tr>
<td></td>
<td></td>
<td></td>
<td>Microsoft Azure</td>
</tr>
<tr>
<td>Initialization</td>
<td>1st</td>
<td>2nd</td>
<td>1st</td>
</tr>
<tr>
<td>Idea generation</td>
<td></td>
<td></td>
<td>1st</td>
</tr>
<tr>
<td>Platform training</td>
<td>1st</td>
<td>1st</td>
<td>1st</td>
</tr>
<tr>
<td>Platform documentation</td>
<td>1st</td>
<td>1st</td>
<td>1st</td>
</tr>
<tr>
<td>Platform sandbox</td>
<td>-</td>
<td>-</td>
<td>1st</td>
</tr>
<tr>
<td>Development</td>
<td></td>
<td></td>
<td>1st</td>
</tr>
<tr>
<td>Application development</td>
<td>1st</td>
<td>1st</td>
<td>1st</td>
</tr>
<tr>
<td>Interface development</td>
<td>1st</td>
<td>1st</td>
<td>2nd</td>
</tr>
<tr>
<td>Version control</td>
<td>3rd</td>
<td>3rd</td>
<td>3rd</td>
</tr>
<tr>
<td>Application debugging</td>
<td>1st</td>
<td>1st</td>
<td>1st</td>
</tr>
<tr>
<td>Application testing</td>
<td>1st</td>
<td>3rd</td>
<td>N.A.</td>
</tr>
<tr>
<td>Virtual machine</td>
<td>1st</td>
<td>1st</td>
<td>N.A.</td>
</tr>
<tr>
<td>Crowd testing</td>
<td>1st</td>
<td>1st</td>
<td>N.A.</td>
</tr>
<tr>
<td>Deployment</td>
<td></td>
<td></td>
<td>1st</td>
</tr>
<tr>
<td>Application releasing</td>
<td>1st</td>
<td>3rd</td>
<td>1st</td>
</tr>
<tr>
<td>Application backend</td>
<td>-</td>
<td>1st</td>
<td>1st</td>
</tr>
<tr>
<td>Application hosting</td>
<td>-</td>
<td>1st</td>
<td>1st</td>
</tr>
<tr>
<td>Application monetization</td>
<td>1st</td>
<td>1st</td>
<td>Customer contact management</td>
</tr>
<tr>
<td>Live apps</td>
<td></td>
<td></td>
<td>1st</td>
</tr>
<tr>
<td>Application monitoring and feedback</td>
<td>1st</td>
<td>1st</td>
<td>1st</td>
</tr>
</tbody>
</table>

6 Data Analysis

6.1 Mobile ecosystem analysis

**Focus on user experience.** The largest observed difference between the mobile- and cloud ecosystems, was that there is a stronger focus on design and user experience on the mobile platforms. Previous research by Microsoft has established that user interface inefficiencies are the leading reason for users to abandon mobile apps [14]. Additionally, previous research has proven that properties like user interface complexity have an impact on the user-perceived quality of mobile applications [15].
Indeed, before the creation of mobile ecosystems, user satisfaction was already identified as one of the 5 attributes of usability [16].

When placed in this scientific context, it is easy to see that actors in the mobile developer ecosystems have a vested interest in making apps that provide their users with an enjoyable experience. Apple and Google have also made this observation, and provide developers with tools and resources that enable them to rapidly create applications that provide a consistent user experience with the rest of the ecosystem. Examples of such tools and resources that were identified are graphical interface builders and comprehensive design guidelines.

**Monetization opportunities.** Another key observation about the mobile ecosystems, is that monetization opportunities are offered through the app stores. App stores allow developers to sell and distribute their products to actors within one or more multisided software platform ecosystems [17]. As the app stores matured and developers and businesses discovered how to utilize them, new App Business Models were developed based on the different avenues in which developers can monetize their apps, providing businesses with new ways of generating revenue [18].

**Facilitation of developer-customer relationship.** Another similarity between both analysed mobile ecosystems, is that they are designed to bring developers and app users closer together. Customers can for example use app reviews to give feedback to developers. In the Google Play Store, developers can even reply to reviews in order to better respond to customer feedback. Pagano and Maleej have done research on the types of feedback that users give with their reviews. They concluded that while part of the feedback is superficial, some reviews include useful comments, bug reports, user experience and feature requests. However, they also observed that it is difficult to use reviews for deriving requirements or prioritizing development goals, because the data cannot be systematically filtered, aggregated or classified [19].

Another area where the close developer-user relationship is visible, is in the possibility of crowd testing. With crowd testing, developers can release new versions of their applications to a select group of customers, who can provide feedback on what they like and dislike about the new app version. Researchers have recently proposed an App Store 2.0, which further exploits crowdsourcing to increase the overall quality of mobile apps. Their “key insight is that app stores should leverage the different types of crowds to which they have access – crowd of apps, crowd of devices and crowd of users.” The app store that they envisioned is able to do 5 important tasks: “tell the developer about performance issues and regressions happening in the wild”, “automatically synthesize tests that reproduce issues happening on specific devices or configurations only”, “automatically infer the root causes of crashes such as those related to permissions”, “warn app store administrators about bad apps that harm the app store reputation” and “patch apps to prevent the occurrence of previously observed crashes.” [20] It is important to note that in this proposed app store, all users are part of this crowd-source, rather than a select group as is the case with current crowd testing techniques.
6.2 Data Integration ecosystems analysis

**Case-studies instead of visual idea generation.** The type of applications that can be developed in the data integration ecosystems are not suited for visual brainstorming; their value stems from the insight that can be generated by combining data from different data sets. To inspire developers with ideas for new applications, the platform owners are showcasing how other organizations have created value with their tools and resources. A common way in which this was done, was with the help of case studies. Rather than visually demonstrating what types of applications can be developed, the added business value is highlighted in these case studies.

**Lack of app stores.** After seeing how app stores can provide value within a developer ecosystem, it was disappointing to observe that there were no app stores or data markets for the studied data integration platforms. Various developers might want to gather data from the same types of data sets or do similar types of data analysis, but in the current data integration landscape they are not able to collaborate on those tasks. More research should be done on how developers can share and monetize the data integration applications or application components that they have developed. Such exchanges might lead to new sources of revenue, and time savings during application development.

**Cloud computing.** All studied data integration ecosystems were extensively integrated with cloud infrastructure services. In order to understand this phenomenon, it is important to understand what data integration is, and how it creates value for businesses. Lenzerini has defined data integration as “the problem of combining data residing at different sources, and providing the user with a unified view of these data”. [21] The datasets that businesses want to analyse are continuously growing larger, resulting in increasingly computationally intensive data analysis tasks. Doing these computations on on-site appliances, requires businesses to purchase and maintain large server farms.

6.3 Application Platform ecosystem analysis

**B2B application stores.** The two biggest application platform ecosystems – Microsoft Azure and Salesforce – both include a business to business app store. Salesforce already allowed developers to exchange application components back in 2006 [22].

According to research by Baek and Altmann, the collective intelligence that app exchanges enable, allow third party developers to gradually become innovation leaders within a developer ecosystem [23]. As a result, third party developers can increase the value of the platform, which is a positive development for the platform owners. It is a win-win situation for both the platform owners and third party developers.

**Cloud computing.** Just like the data integration platforms, the Application Platform ecosystems that were studied also ran on the cloud. This is a core aspect of PaaS ecosystems, as is evident by Hashem et al.’s definition of PaaS: “PaaS, such as Google’s App Engine, Salesforce.com, Force platform, and Microsoft Azure refers to
different resources operating on a cloud to provide platform computing for end users.” [24] These developments allow developers in the application platform ecosystems to benefit from the same advantages of cloud computing that were observed in the other developer ecosystem categories.

### 6.4 Similar developer tool maturity levels

For all discussed developer ecosystems, we observed that the tool maturity levels were similarly high. There was similar tool availability for the different tool categories in the previously designed framework. This is in line with previous findings by Jansen and Bloemendaal from a case-study on mobile app-stores [17]. They did a case-study on 6 different app-stores in order to create a definition and conceptual model of app-stores, and observed that the app stores were similar with regards to what features have been implemented. The same observation can be made for the tools and services available in the different developer ecosystems analysed in this study. All analysed ecosystems provide developers with similar features in their unified developer environments.

More research into why competing software products seem to offer similar features would be valuable. It is possible that there is a reason why both different app stores and different developer ecosystems have such small differences between them with regards to feature or tool availability.

### 7 Threats to the Validity

Two issues affecting the validity of this research were identified.

**Lack of developer input.** No input from developers was received during this study. However, such input from developers could have taught us valuable lessons. It is for example interesting to see if other developers agree with the tool categories that we have established, or to learn that we have missed key tool categories. Another example where developer feedback would be appreciated is with the selection of developer ecosystems that was made. Other developers might have different insights on which developer ecosystems are market leaders in the current software development landscape.

**Ecosystem selection.** The case-study design used in this study is not suitable for analysing a large collection of developer ecosystems. As such, the focus was on the leading developer ecosystems. Focussing on the smaller selection of ecosystems might have prevented us from observing innovations in ecosystems that were not analysed. Smaller, less successful ecosystems, could still contain new and innovative tools. Based on the selection criteria that we have made these innovations would not be picked up on. We consider the exploration of different ecosystems as future work.
8 Future Work

Factors affecting the success of developer ecosystems. In this study, the focus was on creating a comprehensive framework that provides a deeper understanding of the current software development landscape. Because the study only included the leading developer ecosystems, there is a strong survival bias – developer ecosystems only become large if they are successful. Another study, focussing on what criteria played a role in the success or failure of developer ecosystems would be valuable, and could lead to a more comprehensive framework with which to benchmark developer ecosystems by.

App stores for data integration platforms. It would be valuable to do research on what app stores for data integration platforms could be like, because all discussed data integration ecosystems do not have app stores. Are there any data integration platforms that have successfully introduced an app store for example? Or if not, how would such an app store add value for the developers in the ecosystem?

The lack of app stores for the data integration platforms is different to the pattern that we have observed for other tool categories in this study, and differences in features in app stores by another study done by Jansen [17]. It would be valuable to do more research into why competing developer ecosystems tend to be so similar, and what causes the data integration platforms to be an outlier.

Expanding the framework for software ecosystems. In this work, a software ecosystem is defined as: “a set of actors functioning as a unit and interacting with a shared market for software and services, together with the relationships among them.” [25]

The framework generated in this study, was designed for comparing developer ecosystems. However, it might be possible to make the framework applicable to software ecosystems by expanding it. The framework is largely technical in nature, and a large part relates to the quality of the software available to developers.

Earlier research has established that the health of a software ecosystem is determined by its actors, its software, and its orchestration [26]. The framework is already useful for comparing the state of software within an ecosystem. If criteria for actor health and orchestration health are also included, the framework can also be used to do case studies on software ecosystem health.

9 Conclusion

The main conclusion of this study is that all successful developer ecosystems have an extremely mature developer toolset. However, it is difficult to speculate on whether these tools have led to the success of the ecosystem, or were developed because of the success of the ecosystem. It does however make sense that the most mature developers ecosystems, also have the most mature tooling and resource availability.

Furthermore, it was interesting to see that there were no application stores or data stores for the studied data integration platforms, despite the type of applications offered in this app store being suited for such an exchange.
The results of this study are interesting to the owners of currently active developer ecosystems, or parties interested in starting a new developer ecosystem. The designed framework is a useful benchmark for analysing the selection of available tools and services within the ecosystem. Actors active within a developer ecosystem can for example see in which areas competing developer ecosystems have flourished and where competing developer ecosystems are lacking. Developers interested in starting a new developer ecosystem, can see beforehand what tools and services are required for the ecosystem to be considered competitive. They can use this information to decide whether establishing a new developer ecosystem is worth the cost, and what tools and services must be invested in. The cost of creating a comprehensive developer ecosystem might be prohibitively expensive to most software developers.

The overview can also be useful for developers choosing or switching developer ecosystems. Different ecosystems might provide different types of tools and services. Using the overview that will be created in this study, developers can identify which developer ecosystem is most suitable for the types of applications that they want to develop.

Finally, software development businesses can also choose to focus on obtaining expertise in certain ecosystems, based on which ecosystems fit their business strategies best. Businesses focusing on enterprise application development for example, might benefit from certain enterprise grade tools or services that are not available in all platforms.

With this paper we are closer to achieving a comprehensive insight into the current development landscape in different developer ecosystems. There is a long road ahead, but the results for this small selection of developer ecosystems is promising.
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